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**1. Цель работы**

Получить навыки создания базы знаний на языке Пролог с помощью дерева.

**2. Задание на лабораторную работу**

Создайте предикат, удаляющий из двоичного справочника максимальный элемент левого поддерева.

**3. Постановка задачи**

Выделяем один левую часть нашего дерева в отдельное, далее рекурсивными методом ищем элемент с максимальным значением и затем удаляем его, объединяем дерево обратно.

**4. Тестирование**

При запуске программы выводятся следующие результаты (Рисунок 1).

![](data:image/png;base64,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)

Рисунок 1. Результаты тестирования.

**5. Заключение**

В ходе данной лабораторной работы были получены навыки создания базы знаний на языке Пролог с помощью дерева.

**Приложение**

**Исходный код программы задания**

goal  
    mainExe::run(main::run).  
  
implement main  
    open core, console  
  
domains  
    treetype =  
        tree(integer, treetype, treetype);  
        empty.  
  
class predicates  
    print\_tree : (treetype).  
    left\_tree : (treetype, treetype [out]).  
    max\_root : (integer, treetype, integer [out]).  
    check\_root : (integer, treetype, integer [out]).  
    check\_value : (integer, integer, integer [out]).  
    check\_eq : (integer, integer, integer [out]).  
    del\_element : (integer, treetype, treetype [out]).  
    new\_left\_part : (treetype, treetype, treetype [out]) determ.  
    start : () determ.  
  
clauses  
    start() :-  
        Tree = tree(10, tree(20, tree(26, tree(27, empty, empty), empty), tree(22, empty, empty)), tree(30, empty, empty)),  
        write("Вывод дерева:"),  
        nl,  
        print\_tree(Tree),  
        nl,  
        left\_tree(Tree, L\_Tree),  
        write("Вывод левого поддерева:"),  
        nl,  
        print\_tree(L\_Tree),  
        nl,  
        write("Вывод элемента с максимальным значением левого поддерева:\n"),  
        nl,  
        max\_root(0, L\_Tree, L\_Out),  
        write(L\_Out),  
        nl,  
        write("\nВывод конечного дерева:"),  
        nl,  
        %print\_res(L\_Out, Tree),  
        del\_element(L\_Out, L\_Tree, L\_Out\_Tree),  
        new\_left\_part(Tree, L\_Out\_Tree, End\_Tree),  
        print\_tree(End\_Tree),  
        nl,  
        write("\nКонец...").  
  
    new\_left\_part(empty, empty, empty) :-  
        !.  
    new\_left\_part(tree(Root, \_, Right), New\_Left\_Tree, Out\_Tree) :-  
        Out\_Tree = tree(Root, New\_Left\_Tree, Right).  
    del\_element(\_, empty, empty) :-  
        !.  
    del\_element(Value, tree(Root, Left, Right), Out\_Tree) :-  
        check\_eq(Root, Value, Out\_Value),  
        del\_element(Value, Left, L\_Value),  
        del\_element(Value, Right, R\_Value),  
        Out\_Tree = tree(Out\_Value, L\_Value, R\_Value).  
    max\_root(\_, empty, 0) :-  
        !.  
    max\_root(Value, tree(Root, Left, Right), Out) :-  
        check\_root(Value, tree(Root, Left, Right), Out\_Root),  
        max\_root(Out\_Root, Left, Out\_Left),  
        max\_root(Out\_Root, Right, Out\_Right),  
        check\_value(Out\_Root, Out\_Left, L\_Res),  
        check\_value(L\_Res, Out\_Right, R\_Res),  
        Out = R\_Res.  
  
    check\_eq(Value\_1, Value\_2, Out) :-  
        if Value\_1 = Value\_2 then  
            Out = 0  
        else  
            Out = Value\_1  
        end if.  
    check\_root(\_, empty, 0) :-  
        !.  
    check\_root(Value, tree(Root, \_, \_), Out) :-  
        if Value < Root then  
            Out = Root  
        else  
            Out = Value  
        end if.  
  
    check\_value(Value\_1, Value\_2, Out) :-  
        if Value\_1 < Value\_2 then  
            Out = Value\_2  
        else  
            Out = Value\_1  
        end if.  
    print\_tree(empty) :-  
        !.  
    print\_tree(tree(Root, Left, Right)) :-  
        write(Root),  
        nl,  
        print\_tree(Left),  
        print\_tree(Right).  
  
    left\_tree(empty, empty) :-  
        !.  
    left\_tree(tree(\_, Left, \_), OutTree) :-  
        OutTree = Left.  
  
clauses  
    run() :-  
        init(),  
        if start() then  
        end if,  
        \_ = readLine().  
  
end implement main